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Abstract: This paper discusses the use of a 
microservice architecture with Spring Boot and 
Spring Cloud for scaling banking applications. It 
aims to identify the constraints of conventional 
monolithic banking platforms and then design 
architectural solutions with Spring Boot that offer 
modularity, separate scaling capabilities, and ease 
of service testing. The motivation for such a study 
lies in explaining how transaction volumes are 
growing very fast in the global payments industry 
and further increases are forecasted through 
instant transfers, together with highly stringent 
regulatory requirements under PSD2, GDPR, and 
Basel III Besides this, downtime in banking systems 
is highly costly-with the possibility of running into 
several thousand dollars per minute. The novelty of 
the research lies in the comprehensive combination 
of five key Spring Cloud components—Service 
Discovery, API Gateway, Config Server, Circuit 
Breaker and Observability—with the 
Database per Service pattern, the saga pattern and 
two-phase commit, CQRS and Event Sourcing; this 
approach ensures high fault tolerance, regulatory 
compliance and predictable horizontal scaling 
under peak loads. The main conclusions indicate 
that the proposed microservice framework reduces 
downtime to industry-minimum levels, simplifies 
adaptation to changing regulatory requirements, 
guarantees data integrity and flexibility, and that 
built-in security mechanisms and Zero-Trust models 
secure personal and critical operational data. This 
article will be helpful to IT architects and developers 
in banking organizations and fintech companies 
who are engaged in designing and implementing 
scalable, fault-tolerant microservice systems. 
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Introduction 

The global payments industry already processes 

3.4 trillion operations per year, with total transaction 

volume having grown at an average of 7 percent 

annually from 2018 to 2023; in the European Union the 

volume of instant transfers is projected to rise from 

three to thirty billion operations by 2028, representing 

an annual increase of about 50 percent (Bruno et al., 

2024). At the same time, ownership of banking and 

mobile accounts has reached 79 percent of the adult 

population worldwide, according to Global Findex 2025 

data (World Bank, 2021). These figures reflect an 

unprecedented organic increase in load on banking 

application systems, setting a new benchmark for 

scalability. 

Demand arises not only from audience growth, but also 

from qualitative changes in customer behavior: clients 

expect instant confirmation of operations, continuous 

service availability, and a uniform experience across 

mobile and online channels. Any delay immediately 

translates into direct losses, as the average cost of 

downtime today is estimated at USD 5,600 per minute, 

and in some scenarios, it reaches USD 9,000 (Atlassian, 

2024). Concurrently, regulatory initiatives such as PSD2 

and general instant payment standards accelerate traffic 

through automated data exchange between banks and 

fintech platforms, further amplifying core load. 

Historical monoliths prove unprepared for such a pace: 

banks spend over half of their IT budget on supporting 

legacy systems, and decades-old cores can consume up 

to 30–40 percent of an organization’s total operating 

expenses (Kooijmans et al., 2012). The tight coupling of 

modules complicates parallel development, slows the 

release of new features, and forces costly regression 

testing for any code change, directly contravening the 

required release rhythms and elastic infrastructure 

scaling. As a result, even moderate transaction peaks 

can violate SLAs, and resources that could drive 

innovation are diverted to maintaining the viability of 

the monolith, that is, keeping the lights on. 

 

Materials and Methodology 

The study is based on a comprehensive analysis of 

twelve key sources: academic articles on banking system 

transformation and microservice architecture 

(Kooijmans et al., 2012), industry reports on growth in 

transactional loads and data volume forecasts (Bruno et 

al., 2024; Finextra, 2024; Reinsel et al., 2017), 

assessments of downtime cost and infrastructure fault 

tolerance (Atlassian, 2024; Splunk, 2024), data on 

financial inclusion and payment volumes (World Bank, 

2021), and publications on the state of the Java 

ecosystem and Spring Boot and Spring Cloud 

auto-configuration practices (JetBrains, 2022; 

MoldStud, 2025; New Relic, 2024; Spring, 2023). The 

regulatory foundation of the study comprises the 

European directives PSD2 and GDPR (European 

Commission, 2016) and international Basel III standards 

(BIS, 2025), enabling the evaluation of security, audit, 

and liquidity requirements in the context of 

microservice solutions. 

The methodological section included three main stages. 

First, a comparative analysis of architectures was 

conducted, identifying the limitations of traditional 

monolithic banking platforms and the advantages of the 

Spring Boot microservice model, including modularity, 

independent scalability, and simplified testing 

(Kooijmans et al., 2012; Bruno et al., 2024). Second, a 

systematic review of PSD2, GDPR, and Basel III 

regulatory requirements, focusing on authentication 

mechanisms, encryption, and transaction logging, was 

performed, providing grounds for architectural solutions 

that distribute responsibilities across components 

(European Commission, 2016; BIS, 2025). Third, a 

content analysis of industry cases and reports on 

microservice implementation in banking, as reflected in 

Finextra (2024) and MoldStud (2025) materials, 

confirmed the role of auto-configuration and ready-

made starters in accelerating time-to-market. 

 

Results and Discussion 

The transition to round-the-clock operation relies on a 

sharp increase in instant payments: in 2023 their 

number reached 266.2 billion, up 42.2 percent over the 

previous year, with peak loads concentrated in short 

intervals during payroll and holiday periods when 

concurrent requests to settlement services exceed the 

daily average by a factor of two to three (Finextra, 2024). 

Such sporadic yet predictable traffic concentrations 

demand horizontal scaling of compute nodes and 

dynamic load balancing, as delays of even a few hundred 

milliseconds directly impact payment conversion and 

mobile banking customer satisfaction, as noted above. 
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Regulatory acts reinforce throughput requirements 

because each operation must undergo multifactor 

authentication and full event logging. PSD2 requires 

banks to publish open APIs and ensure strong customer 

authentication, thereby doubling the number of 

network hops between front-end and core systems. In 

contrast, the GDPR mandates the encryption of personal 

data by default, adding a cryptographic load to gateways 

(European Commission, 2016). Basel III sets strict 

liquidity and stress-testing standards built on real-time 

operational histories (BIS, 2025). Together, these rules 

force architectural design that supports independent 

scaling of components responsible for session 

management, audit, and regulatory ratio computation. 

The economics of downtime make fault tolerance 

critical: a Splunk and Oxford Economics study showed 

that Global 2000 companies incur USD 400 billion 

annually from unplanned outages, and market 

capitalization drops by an average of 9 percent after a 

serious incident, taking 79 days to recover (Splunk, 

2024). For a bank, this entails direct SLA penalties with 

trading venues, customer compensation, and increased 

manual recovery costs, so the target availability of core 

services becomes an industry minimum that can only be 

achieved through independent, quickly restartable 

microservices and instant traffic-switching mechanisms. 

Finally, data scale complicates processing: IDC forecasts 

the global datasphere to grow to 163 zettabytes by 

2025, with up to 90 percent of these data requiring 

various protection levels and approximately 80 percent 

being unstructured (Reinsel et al., 2017). The chart 

shows that from 2010 to 2025, the Enterprise segment 

grows steadily, while the desktop and entertainment 

segments decline, and the mobile segment exhibits 

moderate growth, as illustrated in Figure 1. 

 

 
Fig. 1. Where Data is Stored (Reinsel et al., 2017) 

 

In a banking context, transaction streams, telemetry 

from mobile clients, anti-fraud logic, and regulatory 

reporting telegrams generate heterogeneous workloads 

that cannot be served efficiently by a single monolith. 

The microservice model discussed below enables the 

isolation of database schemas, the selection of 

specialized storage mechanisms, ranging from event 

logs to columnar stores, and the application of 

encryption or compliance logic only where strictly 

required, thereby reducing the total cost of ownership 

and accelerating scalability. 

Under 24/7 peak banking loads, it is crucial to rely on a 

technology around which a large developer community 

has coalesced. According to a JetBrains survey, two-
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thirds of Java engineers use Spring Boot as their primary web framework, as shown in Figure 2 (JetBrains, 

2022). 

 
Fig. 2. Web Framework Adoption Distribution (JetBrains, 2022) 

 

Such a dense ecosystem enables banks to rapidly adopt 

off-the-shelf solutions and receive real-time security 

updates, thereby reducing the risk of operational delays. 

The starter and auto-configuration model plays a 

decisive role: a project skeleton is generated via 

Spring Initializr in seconds, and typical dependencies 

(Web, JPA, Kafka) are added with a single line in the build 

file, eliminating manual configuration of containers, 

connection pools, and observability tools (MoldStud, 

2025). Industry research links this approach to a 

40 percent reduction in time-to-market for new 

features, which is particularly valuable when PSD2 or 

Basel III regulatory changes impose tight release 

windows. Spring Boot integrates seamlessly with the 

traditional Java ecosystem: JPA, JMS, and, importantly 

for banking, encryption and authentication frameworks. 

In a New Relic sample, 17 percent of all Java applications 

already use Spring Security as their standard crypto-

provider, as shown in Figure 3, second only to the 

specialized Bouncy Castle library, confirming the 

maturity of built-in personal-data protection 

mechanisms (New Relic, 2024). Consequently, security 

does not require separate proxy layers and scales 

together with business logic. 

 
Fig. 3. Adoption of Java Encryption Libraries (New Relic, 2024) 
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The Spring Cloud superstructure transforms isolated 

services into an integrated distributed platform: Eureka 

or Consul provides service discovery, 

Spring Cloud Gateway aggregates APIs and applies rate 

limiting, Config Server centralizes properties, and the 

Circuit Breaker module from the 3.1 branch supports a 

deterministic subsetting algorithm to limit cascade 

failures (Spring, 2023). All these components are 

synchronized by a single Release Train, enabling banking 

DevOps teams to perform versioning without manual 

dependency coordination. 

For fault tolerance, the circuit-breaker layer is critical. 

The most popular implementation, Resilience4j, 

integrated into Spring Cloud, provides ready-made 

bulkhead, retry, and rate-limiter policies, simplifying the 

implementation of SLAs required by financial regulators. 

The transition from a monolithic banking platform to a 

microservice model demands a resilient internal 

infrastructure that supports horizontal scaling, 

regulatory compliance, and minimal downtime cost. In 

the combination of Spring Boot and Spring Cloud, five 

interrelated elements fulfill this role, each addressing a 

distinct aspect of reliability and manageability. 

Service Discovery eliminates the need for manual 

address specification: services automatically register in 

a dedicated registry and scale according to load without 

requiring operator intervention. As a result, when 

payment requests surge, new application instances 

begin serving traffic immediately after startup. This 

dynamic removes human error from cluster topology 

changes and reduces recovery time after failures. 

API Gateway centralizes authentication, rate limiting, 

and routing, offloading these concerns from business 

services. It verifies signatures, enforces quota rules, 

appends security attributes to headers, and routes 

requests to the appropriate instance, so internal 

services remain small and protocol-agnostic. This 

separation of concerns simplifies audits for 

data-protection directives and stabilizes response 

latency even under high session contention. 

Config Server stores configuration files in a 

version-controlled repository, enabling property 

changes without container rebuilds. Banking teams can 

record new configuration points via the familiar 

pull-request process, instantly propagate them to test 

and production clusters, and roll back if necessary. 

Centralized parameter control simplifies 

regulatory-compliance checks and facilitates expansion 

into regions with differing encryption rules or reporting 

formats. 

A circuit breaker implements a protective layer between 

services. If a dependent component begins returning 

errors or exceeds its timeout threshold, requests are 

short-circuited to a predefined response or rejected 

with a clear code, preventing cascade propagation. 

Standard policies—such as call concurrency limits or 

automatic retries—are available as annotations, so 

developers do not need to write custom defensive logic 

or manually monitor circuit state. 

Observability completes the picture by unifying metrics, 

logs, and traces into a single monitoring system. 

Generated events are tagged with unique identifiers, 

enabling end-to-end tracing of each payment through 

the service network, identifying bottlenecks, and 

verifying SLA compliance. Standardized data export is 

compatible with popular storage backends, allowing 

banks to integrate off-the-shelf dashboards or alerting 

systems without modification. 

Together, Service Discovery, API Gateway, 

Config Server, Circuit Breaker, and Observability form 

the framework on which Spring Boot microservices can 

withstand around-the-clock transactional load, adapt 

rapidly to new regulatory requirements, and localize any 

failure within a single process. This approach minimizes 

downtime and ensures predictable scalability, which is 

critical for modern digital banking. 

Once the network layers establish stable service 

behavior, data-handling becomes the key concern. The 

Database per Service pattern isolates storage by 

context, so schema migrations and index updates occur 

without halting adjacent processes, and a failure in one 

segment does not propagate to others. This isolation 

simplifies regulatory compliance—permissions and 

encryption policies apply pointwise rather than across 

the entire database—and allows use of specialized 

storage types, with event logs serving real-time 

operations and columnar databases optimizing 

reporting. 

When a business operation spans multiple services, 

consistency guarantees are required. The saga pattern 

divides a global transaction into local steps, each 

committing independently, and any rollback is executed 

via compensating actions, ensuring consistency without 

global locks. Where strict atomicity is critical, two-phase 

commit is applied: a coordinator collects votes from 

participants and either commits changes or aborts them 
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everywhere, preventing account divergence. The choice 

of mechanism depends on response-time requirements 

and the acceptable level of temporary inconsistency. 

Under heavy read load, the command-query separation 

model emerges. CQRS separates write and read 

channels, preserving the event log as the primary source 

of truth. Event Sourcing enables the reconstruction of an 

account’s state at any point, which is helpful for fraud 

investigations and historical analytics. Since each change 

is recorded as an event and projections are built 

asynchronously, database load is distributed, and 

retrospective reports execute without impacting 

production operations. 

A multi-tiered storage strategy requires equally 

multi-layered protection. Client authentication is 

achieved via OAuth 2.0 and OIDC: the gateway issues 

short-lived tokens containing validated attributes, and 

internal services verify the signature and scope, thereby 

preventing access beyond assigned roles. This same 

scheme provides unified session management for 

mobile apps, open-banking partner interfaces, and 

internal operator consoles. 

As boundaries disappear in a microservice environment, 

the Zero Trust model becomes mandatory. Each request 

is trusted only after verification of a continuous 

certificate chain, and mTLS encrypts the connection 

while authenticating both parties. Automated certificate 

issuance and rotation services enforce short key 

lifetimes, reducing compromise risk without operator 

intervention. 

Secrets such as encryption keys and database passwords 

are externalized from code into specialized vaults. A 

centralized vault issues temporary credentials as 

needed, audits access, and encrypts contents, 

minimizing violations of the principle of least privilege. 

Integration with the container orchestrator delivers 

secrets in memory and revokes them upon pod restarts, 

preserving the trust chain along the entire request path. 

Thus, application of a microservice architecture based 

on Spring Boot and Spring Cloud enables banking 

systems to scale according to peak loads dynamically, 

support independent deployment and updates of 

services and maintain high fault tolerance and 

regulatory compliance: database isolation and 

circuit-breaker patterns minimize downtime risk, 

centralized configuration management simplifies 

adaptation to new regulations and built-in security 

mechanisms guarantee data protection at each 

transaction stage, collectively creating a reliable and 

flexible platform for ongoing digital banking evolution. 

 

Conclusion 

An analysis and synthesis of the existing requirements 

for modern banking application systems reveals that 

only by transitioning from a monolithic architecture to a 

microservice model based on Spring Boot and Spring 

Cloud can flexibility and scalability be achieved at the 

required level. Thus, these components—Service 

Discovery, API Gateway, Config Server, Circuit Breaker, 

and Observability—provide for dynamic compute 

instance add-in under peak loads, unified configuration 

management without service interruption, and fault 

localization with quick restoration of individual modules. 

Such a decentralized model eliminates monolith 

bottlenecks and reduces downtime to the industry 

minimum, which is critical when evaluating the cost of 

unplanned outages at thousands of dollars per minute. 

The Database per Service paradigm, combined with saga 

and two-phase commit patterns, ensures data 

consistency without global locks. The application of 

CQRS and Event Sourcing separates the load between 

read and write channels, simplifying analytical and 

investigative tasks. Storage isolation enables a flexible 

choice of specialized mechanisms among event logs, 

columnar databases, and encryption systems, thereby 

reducing the total cost of ownership and accelerating 

schema migrations during regulatory changes. Apart 

from scalability, the Spring Security built-in security 

features, augmented by external libraries and Zero Trust 

policies, as well as mTLS and centralized secrets 

management, ensure compliance with PSD2, GDPR, and 

Basel III at every stage of transaction processing. 
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